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Abstract— This research addresses the issue that in-depth 
programming knowhow is needed to read and write smart 
contracts. The goal was making the creation of smart contracts 
accessible to non-computer experts by the use of a graphical 
programming language (Blockly). We used modularization to 
capture the complexity of legal contracts and developed a 
mapping process to transform the graphical representation to 
the smart contract programming language Solidity. We 
applied our approach to legal purchase agreements and proved 
the practicality of our solution and explored its limitations. A 
prototype was built to show the feasibility of our approach. 
Our industry partner challenged the prototype by applying it 
to the contract creation process. We consider our work as the 
first step towards an application of smart contracts in the non-
IT world and outside the today’s expert shaped ecosystem of 
blockchain specialists. Several continuative research questions 
have been derived from our finding and are listed at the end of 
this paper. 

Keywords: blockchain; smart contracts; solidity; blockly; 
modularization 

I.  INTRODUCTION 
Blockchain is considered a new, promising and versatile 

technology ([1]). In 2017 it gained broad attention due to the 
Bitcoin price rise and countless news articles describing its 
potential. Beside crypto currencies, smart contracts are a 
promising and powerful way to leverage blockchain 
technology. They allow two or more parties to agree on a 
contract with guaranteed execution upon the occurrence of 
predetermined events and direct access to a crypto currency. 

Szabo defined smart contracts as computer programs that 
replicate predefined contracts ([2]). Ethereum implements 
smart contracts with its own programming language Solidity. 
The program code is stored and executed on the Ethereum 
Blockchain using the Ethereum Virtual Machine (EVM). 

Recent years have shown that using smart contracts by a 
wider user group hold different kinds of challenges:  

• To implement a smart contract, profound 
programming knowledge and skills in the 
programming language is required. In the case 
of Ethereum this is Solidity. Non-computer 
specialists or untrained users with little 
programming knowledge have a hard time 
comprehending the contracts, interpreting their 
meaning and predicting the automated actions. 

• Code errors or uncaught cases can lead to 
unforeseen executions and sometimes to the loss 
of large amounts of money. Once agreed upon a 
smart contract nobody can alter its execution. 
The DAO case has shown this in a dramatic way 
([3]). 

• Since the contracts are executed automatically 
and without enforcement through a third party, 
interactions with persons have to be incentivized 
and retained in the protocol used. Otherwise 
there might be deadlocks or endless waiting 
cycles. For example: Why should a buyer 
confirm the reception and thus execute the 
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payment if he already has received the goods? 
Therefore conventional legal contracts and their 
“execution protocols” cannot be transferred 
directly into smart contracts. 

• The reuse of contractual code strongly depends 
on the structure of the smart contract and its 
level of generalization. 

The aforementioned challenges have to be overcome to 
reach the goal of using the full potential of smart contracts 
for a broad application and outside the domain of 
information technology. With our research we investigated a 
possible solution for these problems using modularization 
and simplification: applying a graphical programming 
language to provide the access for non-computer specialists, 
modularization of proven code for reuse and addressing error 
susceptibility and predefined procedures to supply best 
practices in state protocols. As a development environment 
for the modularized code, the Blockly Framework from 
Google and its graphical programming language has been 
chosen ([4]).  

Besides these technological challenges there are several 
legal as well as sociolegal questions, which we will also 
briefly touch in this paper.  

This paper is structured as follows: First we describe our 
research process by explaining the underlying research 
question and sub-questions as well as the research design. 
We give a summary of existing approaches to modularize 
purchase agreements and provide a syntactical analysis of 
existing legal contracts. Than we describe the 
implementation of our proof of concept. This section is 
divided into a closer look in the modularization of the 
Solidity code and an explanation of the Blockly part. The 
conducted evaluation and their results round off the practical 
part. The conclusion summarizes the results and the future 
work gives an outlook to the next steps to be examined. 

II. RESEARCH METHOD 

A. Research Question 
Based on the above identified problems, our research 

aims to answer the following question: 

RQ: Can a legal contract be modularized in a 
syntactically and semantically correct way so that a Solidity 
smart contract can be created automatically using building 
blocks and is the usage of such a procedure appropriate for 
non-computer specialists? 

This leads us to the following sub-questions which have 
been used to answer the research question RQ: 

• SQ1: How does a legal contract have to be 
structured in order to be transformed into 
Solidity code? 

• SQ2: How can the individual components of a 
contract be mapped into Blockly templates as 
building blocks for smart contracts? 

• SQ3: Is it possible for a non-computer 
specialist to handle a smart contract using 
such a framework? 

Since there are a broad variety of contracts, this research 
focused on purchase agreements. They are well known and 
one of the major types of contracts. Our approach can be 
easily applied to other kinds of contracts like lending 
agreements or service agreements by adapting the code 
templates and their mapping to the graphical building blocks. 

B. Research Design 
This research is based on the design science paradigm 

presented by Hevner et al. in [5]. Design science stands for 
constructing and evaluating artifacts to solve research 
questions. In information technology (IT) design science is a 
commonly used research methodology since explicitly 
applicable results are produced (programs). Therefore this 
method fits very well in our context. According to [6] design 
science includes the following six steps: problem 
identification, definition of the objectives for the solution, 
development, demonstration, evaluation, and 
communication.  

During our research project two artifacts were developed: 
the design of Blockly templates to represent a purchase 
agreement and the concept for modularization of Solidity 
source code. 

The evaluation of the artifacts is used to determine 
whether the research hypotheses derived from the research 
question can be confirmed ([7]). The metric we are using in 
this first attempt is a qualitative metric since we are 
evaluating our results with test persons picked from the 
target group of non-computer specialists but having legal 
background knowledge.  

III. CONTRACT ANALYSIS 

A. Related Work 
Smith has described modularization of legal contracts in 

[8]. The concepts in his research have been derived from 
information technology and object oriented programming. 
Smith justifies the need for modularization in legal contracts 
with the reduction of complexity. High complexity in legal 
agreements today is a major drawback. Those contracts are 
modularized by using contractual boilerplate, which means 
the reuse of textual components. In [8] a variety of modular 
operators like: splitting, substitution, augmentation, 
exclusion, inversion and porting are described. Some of these 
operators are used in our research for modularization of the 
Solidity code as we will show later on. 

Smart contracts are much more complex than legal 
agreements. While executing a purchase agreement the 
transaction of a physical object or commodity almost always 
has to be notified by humans. In the context of smart 
contract, this is a weak spot since each interaction between 
the blockchain and another system or person is a possible 
threat which cannot be covered by blockchain security. 
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There exist several concepts to implement a fair 
exchange protocol for the exchange or purchase of electronic 
data. Research is focusing on the question how a fair 
exchange can be realized without requiring a trusted third 
party (TTP). A general summary of those attempts can be 
found in [9] and [10]. Delgado-Segura et al. describe in [10] 
a fair exchange protocol based on the Bitcoin blockchain 
without the need of a TTP using smart contracts. All these 
approaches focus on electronic commerce (e-commerce) 
where the goods are data that can be delivered gradually or 
can be encrypted.  

Approaches where physical goods are traded using smart 
contracts are rare. OpenBazaar1 is such a platform. Outside 
the blockchain world ebay comes close to this kind of 
trading. Both platforms offer a TTP in case of a dispute. 

Research in the legal domain concerning smart contracts 
have been conducted e.g. in [11] or [12]. Both articles focus 
on the problems using smart contracts in an existing legal 
area and the conflicts between legal practice and 
technological possibilities. In our research we encountered 
some of the conflicts described in the articles above like 
missing international acceptance or possible conflicts with 
applicable law. These are fundamental legal problems, which 
cannot be solved by science. To solve them a political and 
legal discussion is needed.  

A specific examination in replacing paper contracts by 
smart contracts can be found in [13]. Egbertsen et al. come to 
the conclusion that it is possible to transform paper contracts 
into smart contracts. At the same time they highlight some 
weak spots which are mainly addressing privacy issues and 
the existing complexity in contractual clauses. 

B. Purchase Agreement 
As a starting point for our research we analyzed several 

purchasing contracts ([14], [15], [16], [17], [18]) to 
distinguish the relevant elements for modularization of a 
legal and written purchase agreements (see Table I) 

Since for a smart contract there is no TTP like a court, 
jurisdiction in the common sense does not apply to it. It is 
rather inherent in the system. Including a TTP would only 
apply if a special condition would be implemented like 
transforming special rights in the case of a dispute. In a first 
version (V1) we modeled a simple contract without payment 
details, warranty, jurisdiction and special agreements. We 
introduced financial incentives in order to guarantee 
satisfaction for the two involved parties. These incentives are 
represented by the fact that both parties pay twice the 
purchase amount as a deposit in the form of Ether in the 
smart contract. As a result, both parties have the same 
incentive to abide by the contract. This money deposit 
implements an approach, which Szabo proposes in 1994 in 
his Digital Cash Concept [2]. He describes the possibility of 
a token, which can serve as a digital currency, comparable to 
today's crypto-currencies. Szabo explains that this token 
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alone is not enough to secure a transaction. There is a need 
for further mechanisms, for which the above-mentioned 
protocol, with the monetary deposit as an incentive, can 
serve as an example. The disadvantage when both parties 
have to pay double the purchase price as a deposit is that 
depending on the purchase price very large sums must be 
available and are bound during the transaction. 

TABLE  I:  CONTRACTUAL ELEMENTS 

Contractual 
Element Description 

Contracting parties Mostly there are two contractors, 
buyer and seller. 

Purchase item The item offered for sale. 

Purchase price The amount to pay for the item of 
purchase. 

Payment Payment details. 

Delivery Information about the delivery of 
the object of purchase. 

Warranty Warranty information in the event 
of damage or wrong orders. 

Special agreements Free text for the capture of any 
additions. 

Jurisdiction Information about the court in case 
of disputes. 

Signatures 
Signatures of the contracting 
parties, respectively of the 
guardian. 

 

In a second version (V2) we modeled a more complex 
contract with payment details and predefined special 
agreements. V2 is based on a sales contract of Satisloh AG. 
Satisloh AG is one of the leading machine manufacturers for 
ophthalmic and precision optics manufacturing. This contract 
has special payment conditions, delivery and installation 
options.  

Depending on the customer, Satisloh can decide which 
payment option to choose. The customer can either pay in 
three payment rates, upfront or after the delivery has been 
carried out. It is also possible that the customer decides to 
pick up the machine himself or have his own carrier of 
choice pick it up. Besides that it is possible for Satisloh to 
abort the contract if required. Therefore the corresponding 
contract option has to be added to the smart contract. 
Another option that can be added to the contract is the 
possibility that a Satisloh expert installs the machine for the 
customer. 

Two parties apply as contractors for both versions (V1 
and V2). Swiss law does not require a written signature for a 
so-called “Fahrniskauf”, a purchase other than property 
purchase. Legal details can be found in [19]. The contract is 
concluded by the acceptance of the buyer and becomes valid 
in the blockchain. A special process is needed for delivery. 
There is a significant difference between a pick up by the 
buyer and a delivery by a carrier. Figure 1 shows the state 
chart for V1 with a carrier. Figure 2 shows the extended state 
chart for V2, the Satisloh machine contract with a carrier. 
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The carrier introduces another player into the process. This 
new player is a potential risk that has to be considered.  

IV. IMPLEMENTATION 
As described in the research design the research question 

(RQ) is addressed with a software artifact. Therefore to 
prove the research hypotheses derived from RQ and to verify 
the usability of the concept, a contract development 
environment (CDE) has been developed. The realized CDE 
is running in a browser environment using the Blockly 
Framework embedded into HTML and Javascript code. For 
our implementation, the following concepts and decisions 
apply: 

• The foundation for our contracts is the Safe 
Remote Purchase from the Solidity website 
[20]. Of central interest was the concept of using 
incentives to get both parties to stick to the 
contract. 

• The different components of the Solidity 
contract have been transformed directly into 
Blockly. This keeps the programming effort for 

the Blockly generator as low as possible. 

• In Blockly and Solidity, not all the attributes 
from Table I are used, since it is technically not 
necessary. The more data there is in the smart 
contract, the more transaction costs (gas) has to 
be paid for each function call. This reduction 
can potentially be a risk, since anything not 
included in the smart contract and therefore not 
inserted into the blockchain cannot be protected 
against malicious changes. 

• For simplicity, we chose the crypto-currency 
Ether for payments. It would be possible to use 
state-issued currencies (Fiat money) such as 
Swiss francs too. This can be integrated into the 
entire system with the help of Oracles, which 
are services submitting information about real-
world events to a blockchain to be used by 
smart contracts. Details can be found in [21]. 

• For the first implementation the value of an 
object is stored as an integer in the smart 
contract since doubles are not fully supported by 

 

Figure 1:  State chart of V1 with carrier 

 

Figure 2:  State chart of V2 with carrier 
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Solidity. In consequence, in Blockly you can 
only use integers for the price. Currently we are 
using Ether as currency but the extension of the 
prototype with sub-currencies of Ether like Wei, 
Kwei or Szabo is trivial.  

• The ID of the purchased item or good is stored 
as a comment in the smart contract, since this ID 
does not have a contribution to the process. 

• We use events to alert the carrier to the order. 
How these are intercepted in real world cases 
and further processed by the carrier is not part of 
this work. 

A. Modularization in Solidity 
This section shows how the smart contract in Solidity has 

been modularized. As mentioned the Safe Remote Purchase 
contract was derived from the Solidity website [20]. The 
contract is called “Safe Remote Purchase” as it not only 
covers the steps of entering a purchase agreement, but it also 
ensures by means of financial incentives that the buyer pays 
the goods and the seller really hands over the goods. The 
deposit is refunded at the end of the contractual process. 

The class diagram in Figure 3 shows the modularization 
of the Solidity code of V1. On the one hand we work with 
abstraction, on the other hand with typing. Abstraction is 
used for the delivery variants: with and without a carrier. 
Both contractual types have certain functions in common. 
The two child classes “DeliveryContract” and 
“PickupContract” inherit from the superclass 
“BaseContract”. In the legal context this is called substitution 
by Smith ([8]). The two classes also use enumerations to 
represent their status. In Solidity, enumerations defined in a 
superclass cannot be overridden or augmented by a derived 
class. For this reason, the status is defined in the child 
classes. As an additional case, a class “Options” was 
introduced. As an example the functionality of the 
cancellation of the sales was modeled as optional. The 
abortion of the agreement results in the cancelation of the 
whole smart contract. 

Version V2 implementing the Satisloh purchase 
agreement is designed accordingly. The super class 
“SatislohBaseContract” is extended by three child classes 
“ThreeInstallmentPaymentContract”, “Upfront 
PaymentContract” and “AtEndPaymentContract” to 
represent the possible payment conditions. In addition, there 
is again the class “Options”. This class defines additional 

 

 

Figure 3:  Class diagram for modularization of contract V1 
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functions that can be used. In case of V2 on the one hand, 
there is the function of the contract abortion and on the other 
hand, the decision whether Satisloh is the installer or not. At 
last there are the two enumerations, which represent the 
available states. The class diagram is shown in Figure 4.  

B. Modularization using Blockly 
The Blockly framework was chosen as development 

environment since it is used in several cases to introduce 
non-computer specialists to a programming language. MITs 
Scratch language is one example of this. Here children learn 
to program without the need of first learning the syntax of a 
programming language. In [22] the advantages of using this 
kind of programming language are explained. Our research 

hypothesis derived from SQ3 is, that using a Blockly based 
framework will make it possible for people without an IT 
background to understand smart contracts and define own 
agreements.  

The class diagram in Figure 3 forms the foundation of the 
modularity in Solidity and therefore the blocks in Blockly. It 
was explicitly ensured that no Solidity knowledge must be 
present in order to create a smart contract with Blockly. 
Furthermore, some contractual attributes, such as name, first 
name, address or detailed description of the purchased item 
were intentionally omitted since this information was not 
necessary for the smart contract. This information is profile 
information that belongs on the website of the sales platform 
and not necessarily in the smart contract. It was decided that 

 

Figure 4:  Class diagram for modularization of contract V1 
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only the ID of the buyer and seller, the price, as well as the 
ID of the purchased item should be stored in the smart 
contract and thus stored in the blockchain. All necessary 
information can be derived from these IDs. 

The smart contracts are assembled in Blockly with the 
help of three component groups: the types, the delivery 
options and the contractual options. A type consists of 
exactly one delivery option and several optional contractual 
options. 

1) Types represent the shell of the smart contract and 
provide the source code for the BaseContract. For V1 the 
type of a “Sales contract” has been defined as block with two 
attributes: an editable field for the name or the ID of the 
purchased item as well as an editable field for the selling 
price in Ether (see Figure 5). 

2) Delivery options depict the ways the item reaches the 
buyer. On the one hand the object can be picked up (block 
“pick up”) and on the other hand it can be delivered (block 
“deliver”). It is up to the seller to define which option is 
chosen since only one per contract is possible. At the same 
time, the choice of the delivery option determines which 
source code is generated for a “DeliveryContract” or a 
“PickupContract” (see Figure 5). Using the block “deliver”, 
the seller can define which carrier should be chosen for 
delivery. Two examples have been implemented: “Post” or 
“DHL”. 

3) Contractual options offer the creator of the smart 
contract the opportunity to expand the functionality. Several 
options can be defined and combined per smart contract. For 
a first proof of concept the option “is abortable by seller” 
was created (see Figure 5).  

Figure 6 shows an example of V2, the Satisloh machine 
contract. The offer ID is for documentation purposes only. 
The three payment options have been realized as blocks 
symbolizing the payment milestones: 30/60/10 for the 
“ThreeInstallment PaymentContract”, 100/0/0 for the 
“UpfrontPayment Contract” and 0/0/100 for 
“AtEndPaymentContract”. V2 also shows the combination of 
two contractual options. The order is not relevant for the 
correctness of the resulting Solidity code. 

 

 

Figure 6:  Example contract V2 

Figure 5: Example contract V1 in the Blockly environment 
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V. EVALUATION 

A. Evaluation setup 
As a test environment for the Solidity code the integrated 

development environment (IDE) Remix 2  was used. The 
Remix IDE provides a blockchain in a sandbox to perform 
simple functional tests. 

The research team tested version V1 as a proof of 
concept. The aim was to make corrections of technical errors 
and reasoning errors that were not recognized before the 
concrete implementation of the Solidity code of a class.  

The evaluation of V2 first was conducted with a graduate 
of the master's degree in law. The evaluation was conducted 
as follows: firstly she was introduced to the use case, as well 
as the principles of smart contracts and Blockly. 
Subsequently, she was encouraged to use the application as 
described. Afterwards she was interviewed using a 
questionnaire.  

As a second test person for V2 the internal lawyer of 
Satisloh was selected. The system had to meet higher 
requirements since, as a lawyer he knew all elements of the 
Satisloh contract in detail. He knew which functionalities 
had to be covered in order for the use case to correspond to 
the real world conditions. Therefore, more critical feedback 
was expected in this case. The evaluation procedure was 
identical to the previous one, whereby the focus was clearly 
placed on the criterion usability and correctness from a legal 
perspective.  

B. Evaluation results in detail 
Table II at the end of this paper shows the results of the 

empirical questions in a summarized version for both test 
persons. Several aspects have been covered by the evaluation 
procedure: 

• Usability aspects from the view of non-
computer specialists. 

• Completion of given tasks. 

• Assessment from a legal perspective which has 
been especially valuable since the test persons 
both have a legal education background. 

• Overall evaluation of the CDE. 

• Assessment of the practicability for Satisloh 
which could only be answered by the internal 
lawyer.  

C. Summary of the evaluation 
In summary, the following findings can be drawn from 

the evaluation:  

All test persons found their way around the solution very 
quickly. The design and intuitive handling in Blockly is easy 
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to grasp and a welcome support for non-computer specialists. 
In addition, the solution can cover the minimum 
requirements, which are needed for the implementation of a 
legally valid purchase agreement. 

On the other hand the evaluation has also shown some 
drawbacks. The practical suitability is not quite given by the 
internationally different legal situation and the current lack 
of recognition of digital documents. Furthermore, the 
handling of crypto-currencies as a means of payment is not a 
viable option for many companies, so that conventional 
currencies are still the standard. The lack of integration of 
individual adjustments in the current solution has been 
perceived as an obstacle. Attributes such as liability, 
warranty and warranty processing are not yet offered by the 
current solution. We are confident that this drawback can be 
addressed by our further research. 

VI. CONCLUSION 
Our research has shown the high potential of a graphical 

programming language like Blockly for the implementation 
of smart contracts. From a legal perspective there remain 
limitations and restrictions. 

However the research sub-questions formulated in 
chapter II could all be answered:  

SQ1: The class design in Figure 3 and 4 show a 
possible structure of the Solidity code to represent a legal 
contract. 

SQ2: The mapping between the Solidity code and the 
Blockly objects is part of our CDE. A complete description 
of the mapping had to be omitted due to the limitations of 
space.  

SQ3: The conducted evaluation and the following 
interviews show the practicability of the CDE and the 
complete solution. 

In summary the research question RQ can be answered as 
follows: 

Yes, a legal contract can be modularized in a 
syntactically and semantically correct way so that the 
building blocks can be transformed into a Solidity smart 
contract. The only limitations are complex, non-
standardized contract conditions.  

Yes, non-computer specialists can handle such a 
system. Blockly has proven its worth and is a great way to 
bring smart contracts closer to non-computer specialists. 

The blockchain technology and crypto-currencies are still 
far from being trusted and accepted in a business 
environment. First approaches like this research exist and 
once the legal hurdles are taken, solutions will come into 
production very fast. All eyes are on first movers who can 
prove that this could be a viable option for the future of law. 
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VII. FUTURE WORK 
Our first implementation and tests have shown the high 

potential for further research in this area. The following 
questions have been identified: 

1) Exchange and return: The blockchain stores 
transaction data irreversibly in a database. In the Swiss Law 
(OR, Article 40a ff.) the right of withdrawal is clearly 
regulated. It is also a service of many companies to increase 
customer satisfaction. Smart contracts have to address this 
right. 

2) Dunning process: In case of late delivery a dunning 
process has to be installed. A dunning for the payment is not 
needed since the money is reserved from both partners by 
entering the contract. Moreover a dunning process for 
conferment and delivery has to be installed.  

3) Oracles: Oracles offer a link to functionality outside 
the blockchain. They can be used for the integration of 
banking service providers or credit card companies. 
However, through this integration an advantage of the 
blockchain is lost as there is a third party, which interacts 
between the end user and the blockchain. 

4) Contract elements: It has been decided for the 
presented implementation that due to the increasing 
transaction costs, not all attributes of the contract are mapped 
in the smart contract. However, as this extension would be 
closer to practice, this could be further elaborated in another 
work. 

5) Crypto-currencies: As long as crypto-currencies are 
not officially recognized on the market, an intermediate 
solution with Fiat money should be made possible in order to 
promote the use of smart contracts. The actual volatility of 
crypto-currencies is another obstacle for legal contracts. 

6) International acceptance: Digitalization progress 
varies from country to country. It will take some time before 
a smart contract is internationally accepted. This is a research 
task for the legal domain. 
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TABLE II:  EVALUATION RESULTS 

Test Aspect Test person 1 Test person 2 
Finding the 
required 
blocks and 
their meaning. 

Since the blocks are highly aggregated 
there was no problem in finding the 
needed building blocks. 

After a short introduction the legal counselor 
succeeded in finding all necessary blocks. 
He criticized that the blocks are all arranged at 
the same level in Blockly. It would be more 
logical if the contract type would be located at 
a higher level and the contract components as a 
subgroup of the respective contract type 
The individual blocks are understandable and 
fit to the standard contract according to the 
terms and conditions of Satisloh AG. 

Handling of 
the blocks. 

The handling was very intuitive. Wrong 
positioning is technically prohibited. 

The handling was intuitive. 

Assemble a 
given test 
contract. 

A given testcase was completed without 
error on the first attempt. 

A given testcase was completed without error 
on the first attempt. 

Correctness 
from a legal 
perspective. 

To be valid, the contract must make it 
clear that both parties give their mutual 
consent. The object of purchase must 
also be specified. 
Willingness comes from the seller by the 
placement of the offer and by the buyer 
upon acceptance of the offer. Another 
criterion is that the price is determinable. 
In the solution, this is fulfilled by 
explicitly defining the price in ether. The 
contract would therefore be legally 
binding. 

The smart contract ensures contract execution, 
especially the cash flow. However, the cash 
flow is only a small part of a contract. 
Currently the smart contract is not seen as a 
substitute for a legal contract. A legal contract 
will also cover issues such as liability, 
warranty, guarantee processing, etc. which is 
not part of the smart contract. 

General 
evaluation of 
the solution 
and the CDE. 

The solution is easy to handle and is well 
structured from a design perspective. A 
potential user of this system does not 
need an intense training. 
It is questionable if more complicated 
types of contracts including several 
specific agreements (e.g. guarantee, 
special conditions) can be handled in a 
similar easy way. 

The smart contract might be suitable for highly 
standardized contracts and their settlement. 
This is probably more likely the case for large 
companies or machine-to-machine contracts. If 
smart contracts become practicable, a solution 
for easy creation of these contracts is needed, 
since lawyers do not usually have the 
necessary skills to program a contract. The 
presented solution using Blockly is a valid 
variant to generate the necessary code. 

Evaluation of 
the added 
value for 
Satisloh. 

 The practical benefit for Satisloh AG is rather 
low. The main reason for this is that the 
standard contract is the exception. Most often 
the standard contract is used and then heavily 
modified in order to satisfy the customer needs. 
In addition, neither Satisloh nor its customers 
use crypto currencies. 
The international legal situation is considered 
problematic. The authorities of many states do 
not even accept electronic documents as legally 
binding. It will take some time until a smart 
contract is accepted internationally, which is 
essential for an international company like 
Satisloh AG. 
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